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1. Introduction

This specification provides protocols for subscription and notification.sulscriptionis a mechanism by which a
WSC can register to receivmtificationsfrom a WSP when some data changes or some event happens.

Since there is usually data involved, it is common that data services, based on the Liberty ID-WSF Data Services
Template LibertyDST], will incorporate subscription features. A fair amount of this specification is dedicated to
these situations, including subscription as a side effect of query or create, and subscription by explicit manipulation of
subscription objects, using a DST-derived interface.

However, subscriptions can profitably be employed even outside data services and there is no need to base a service on
DST for it to use subscriptions. The Liberty ID-WSF People Service SpecificdtibarfyPeopleServiddllustrates

this approach. In such case, the service in question is responsible for providing the methods for subscription and
subscription management, while usikgubscription> element as defined in this document.

1.1. Notation

When capitalized, the key words "MUST," "MUST NOT," "REQUIRED," "SHALL," "SHALL NOT," "SHOULD,"
"SHOULD NOT," "RECOMMENDED," "MAY," and "OPTIONAL" in this specification are to be interpreted as
described inRFC2119. When these words are not capitalized, they are meant in their natural-language sense.

Definitions for Liberty-specific terms can be found inlertyGlossary.

1.2. Liberty Considerations
This specification contains enumerations of values that are centrally administered by the Liberty Alliance Project.
Although this document may contain an initial enumeration of approved values, implementers of the specification

MUST implement the list of values whose location is currently specifiedLiibeftyRed according to any relevant
processing rules in both this specification ahitbgrtyRed.

1.3. Namespaces

The namespaces described in Table 1 are used.

Table 1. Normatively referenced XML namespaces

Prefix URI Description

subs: urn:liberty:ssos:2006-08 Target namespace of Subscriptions and Noti-
fications schema.

subsref: |urn:liberty:ssos:2006-08:ref Target namespace of Subscriptions and Noti-
fications reference model.

dst: urn:liberty:dst:2006-08 Target namespace of DST utility schema.

dstref:  |urn:liberty:dst:2006-08:ref Target namespace of DST reference model.

xml: http://www.w3.0rg/XML/1998/namespace W3C XML [XML].

XS: http://www.w3.0rg/2001/XMLSchema W3C XML Schema Definition Language
[Schemal-R

ds: urn:liberty:disco:2006-08 Liberty ID-WSF Discovery Service jberty-
Discq.

sb: urn:liberty:sbh:2006-08 Liberty ID-WSF SOAP Binding Extension
[LibertySOAPBInding.

Liberty Alliance Project
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1.4. Applying Subscriptions to DST-Based Services

While Subscriptions and Notifications can be adopted by any ID-WSF-based service, if these features are to be adopted
by a DST-based service, it SHOULD be done on the basis of the extended reference model desSeioadnirB.1
i.e., this model should replace the model specified.ibgrtyDST] Section 11.1 "DST Reference Model Schema."

Specifically, the service is expected to provide definitions for

1.<Notify> and<NotifyResponse> In particular, the definition o&Notify> will depend on the data model and
schema adopted by the service.

2.<Subscription>, to incorporate the aspects of service-dependent query language.

3. An interface for manipulation of subscription objects. In the DST model, the regular "CRUD" interface is used
with the special object type " _Subscription." A service that is not otherwise DST-based may wish to support
the DST interface just for subscription object manipulation. Providing this facility is optional for a service
specification.

4. A means for establishment of subscriptions as a side effect ("piggy-backed") of other operations. Providing this
facility is optional for a service specification. An example of how this could be accomplished as a side effect of
<Create>is provided inSection 3.2

Liberty Alliance Project
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2. General Rules Regarding Subscriptions and Notifications

2.1. Second Level <Status> Codes for Subscriptions

The following second level status codes are defined for subscriptions:

EmbeddedSubscriptionsNotSupported
InvalidSubscriptionID
MissingSubscriptionID

If a request or notification fails for some reason, sfe XML attribute of the<Status>element SHOULD contain the

value of theitemID XML attribute of the offending element in the request message. Subscription and notifications
messages ussibscriptionID XML attributes instead oftemID XML attributes and those should be used when
reporting failure statuses related to the sub-elements of subscription and notification messages. When the offending
element does not have titemID or subscriptionID XML attribute, the reference SHOULD be made using the

value of theid XML attribute, if that is present.

Ifitis not possible to refer to the offending element (as it hagindgtemID , orsubscriptionID XML attribute), the
reference SHOULD be made to the ancestor element having a proper identifier XML attribute closest to the offending
element.

Since bothitemID andsubscriptionID can be used to refer to a failed element, the two IDs form one hamespace.
Care should be taken to avaitl values that would create ambiguity.

2.2. Discovery Option Keywords for Indicating Lack of Subscription
Support

A WSP MAY register the following discovery option keywords to indicate that it does not support certain types of
subscription manipulations:

urn:liberty:subs:noSubscribe
urn:liberty:subs:noQuerySubscriptions

2.3. CRUD Manipulation Using Object Type "_Subscription”
Service specifications that support subscriptions musbbet type'_Subscription” to designate them.

As a service may support different types of objects SblectType MUST be defined so that it supports all different
types of objects supported by the service, including "_Subscription."

If a service supports subscriptions, thaectType MUST be specified so that it can carry strings containing XPath
expressions. If the same service type supports objects which do not use XPath but e.g., own special element structure,
theSelectType MUST still make it possible to carry just strings, this might require specifyingd="true" , but

a service type MUST NOT use real mixed type and have strings and elements at the same time, so either strings or
sub-elements are allowed, but not both at the same time.

2.4. No itemIDRef for Subscription-Related <ltemData>
The <ltemData> elements returning changed expiration times for subscriptions created based on the request mes-

sage MUST NOT contain anigemIDRef XML attribute. They containrcSubscription> elements, which carry
subscriptionID XML attributes (seesection 4.
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3. Piggy-Backing Subscriptions to DST Operations

N.B. Subscription texDelete>is generally not meaningful and is not discussed here.

3.1. <Query> with <Subscription>

While querying data, it is possible to simultaneously subscribe to future changes of that data by inckbulng
scription> elements inside theQuery> (seeSection 4. These<Subscription> elements MUST refer to the
<Queryltem> elements usingRefltem> elements to indicate that a WSC wants to subscribe to the same data it is
querying. The<Subscription> elements MAY also have their owrResultQuery> elements to define additional

data to which a WSC wants to subscribe. A service specification and a WSP MAY specify additional restrictions on
how subscriptions are supported inside queries, or that they are not supported at all.

<xs:complexType name="QueryType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>

<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>

Figure 1. Definition of Query that Supports Piggy-Backed Subscription

3.2. <Create> with <Subscription>

A <Create>element may also contain one or mer8ubscription> elements to subscribe, for example, to future
changes of the data just created (Seetion 3.

<xs:complexType name="CreateType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="subsref:Createltem" minOccurs="1" maxOccurs="unbounded"/>
<xs:element ref="subsref:ResultQuery" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>

Figure 2. Definition of Create that Supports Piggy-Backed Subscription

The<CreateResponsexlement contains, in addition to<Status>element, possibleltemData> elements, which

carry requested data related to the data just createliemData> elements may also carry information about
subscriptions, when a WSP changed or added the expiration time. For example, returned data could include a unique
ID assigned to the data object just created.

3.3. <Modify> with <Subscription>
A <Modify> may contain<Subscription> element(s) when a WSC wants to subscribe to the data it is modifying.

These<Subscription> elements MUST refer to theModifyltem> elements usingRefltem> element(s). The
<Subscription> elements MAY also have their owrResultQuery>element(s) to define additional data to which a

Liberty Alliance Project
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WSC wants to subscribe. S8ection 4for more information. A service specification and a WSP MAY set additional
restrictions, i.e., how subscriptions are supported inside modification requests, if the support is allowed at alll.

A <ModifyResponse>may contairn<itemData> element(s). The elements can contain either data requested with
<ResultQuery>elements okSubscription> elements when a WSP has modified the expiration time.

<xs:complexType name="ModifyType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="subsref:Modifyltem" minOccurs="1" maxOccurs="unbounded"/>
<xs:element ref="subsref:ResultQuery" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>

Figure 3. Definition of Modify that Supports Piggy-Backed Subscription

Liberty Alliance Project
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4. Subscriptions

The subscriptions are a mechanism through which WSCs can request notifications when a specified event happens.
The basic case is subscribing to change natifications to get updates when the data hosted by a data service related to
a Principal changes. A WSC may subscribe to change notifications even before the data exists. For example, a WSC
may want to know when a Principal adds an email address to her profile. The change of data is not the only possible
reason for a notification, there can be service-specific triggers for notifications, e.g., periodic notifications containing
current values and notifications after a Principal switches on her terminal.

As the notifications reveal not only the data they are carrying, but also that a certain thing has just happened, WSPs
must be very careful to make sure they honor the privacy of the Principals.

This document specifies ormbjectType , the " Subscription." These can be accessed and manipulated like any
other objects; they can be created, deleted, modified and queried. The difference from other object types is that
"_Subscription" objects can be created by means other than with the no@redte> A <Subscription> element

can be embedded within other request types to make it easier to subscribe to the data accessed with those requests.
For example, a WSC may subscribe to the data it just modified witMadify>. This can be done by adding a
<Subscription> element into the<Modify> request without a need to make a separ&iecate>request to create a

" Subscription" object.

When subscriptions are supported in addition to creating them, deleting subscriptionsDeiiste> MUST be
supported. Renewing subscriptions by modifying the expiration timpires XML attribute) using<Modify>
SHOULD also be supported and modifying other parameters of subscriptions MAY be supported.

Notifications are carried insideNotify> elements. The notifications are specifie®ection 5

4.1. <Subscription> element

The<Subscription>element contains all the parameters for a subscription. It defines what data a WSC wants to have,
where it should be sent, when a subscription expires, which events should trigger notifications, etc.

<xs:complexType name="SubscriptionType">
<xs:sequence>
<xs:element ref="subs:Refltem" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="lu:Extension" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attribute name="subscriptionID" use="required" type="lu:IDType"/>
<xs:attribute name="notifyToRef" use="required" type="xs:anyURI"/>
<xs:attribute name="adminNotifyToRef" use="optional" type="xs:anyURI"/>
<xs:attribute name="starts" use="optional" type="xs:dateTime"/>
<xs:attribute name="expires" use="optional" type="xs:dateTime"/>
<xs:attribute name="id" use="optional" type="xs:|D"/>
<xs:attribute name="includeData" use="optional">
<xs:simpleType>
<xs:restriction base="xs:string">
<xs:enumeration value="Yes"/>
<xs:enumeration value="No"/>
<xs:enumeration value="YesWithCommonAttributes"/>
</xs:restriction>
</xs:simpleType>
</xs:attribute>
</xs:complexType>
<xs:element name="Refltem" type="subs:RefltemType"/>
<xs:complexType name="RefltemType">
<xs:attribute name="subscriptionID" use="optional" type="lu:|IDType"/>
<xs:attribute ref="lu:itemIDRef" use="required"/>
</xs:complexType>

Figure 4. Utility Schema for Subscription

Liberty Alliance Project
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<xs:element name="Subscription" type="subsref: SubscriptionType"/>
<xs:complexType name="SubscriptionType">
<xs:complexContent>
<xs:extension base="subs:SubscriptionType">
<xs:sequence>

</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>

Figure 5. Reference Model Definition of Subscription

The different subscriptions related to a same resource are distinguished from each othersbystd®tfonID

XML attribute). ThesubscriptionID XML attribute MUST be unique within all subscriptions a WSC has at a
WSP. A WSC specifies the value of tkebscriptionID XML attribute of a subscription when creating a new
subscription. After a subscription is accepted, it is referenced using this value and all notifications also carry the
subscriptionID XML attribute.

4.2. Selecting Data to which a Subscription Applies

The first parameter inside tk&ubscription>element is theResultQuery>element. This is the basic data selection
element used in multiple places. It defines what data a notification should return. The use<BethdtQuery>
element inside theSubscription> element might be a bit different than its use when querying and modifying. The
specifications for services MUST specify possible differences. Different parameters<d®éisaltQuery>element

are described together with processing ruled ibgrtyDST] Section 4 "Querying Data." There can be more than one
<ResultQuery>element inside &Subscription> element.

The<Refltem> element is used when a WSC wants to subscribe to the data it is accessing ViReqgtnestElement
Finally, a<Trigger> element can be used to specify arbitrary conditions for triggering notifications.

Normally, a notification is triggered when the data addressed byResultQuery> or <Refltem> element has
changed. There can also be other reasons that trigger notificationsTligger> element contains those triggers.
The <Trigger> element is of typeriggerType , which MUST be defined by the service's schema. The service
specification MUST define semantics and values for this parameter. Whemrigger> element is not used, a WSC
requests normal change notifications unless otherwise specified by a service specification.

4.3. Providing Information for Sending Notifications

The XML attributenotifyToRef ~ contains a reference to an endpoint object, defined in the SOAP headers of the
message, which indicates where and how (e.g., using which security mechanism and credentials or tokens) the
notification must be sent. ThetifyToRef  andadminNotifyToRef  design patterns and the associated end point
objects are further described ihilpertySOAPBInding.

If the adminNotifyToRef XML attribute is not specified, the subscription end notifications are sent to the end point
indicated by thenotifyToRef =~ XML attribute. The purpose of thedminNotifyToRef =~ XML attribute is to make it
possible to receive notifications in one point and manage changes to subscriptions in another point.

There can be different types of notifications. For example, a notification can be sent immediately or multiple
notifications can be sent in a bigger batch. The elemégigregation> defines what type of notifications a WSC

is requesting. The elemertAggregation> further describes, in a service-specification-dependent way, how the
notifications are to be batched. It is of typggregationType , which MUST be specified, including the detailed
semantics and allowed values, by the service specification.

Usually, a notification contains data related to a resource. Sometimes, a notification could be used to indicate that an
event related to a resource has happened, e.g., the data addressedRBsthieQuery>element has changed without
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reporting the changed data. The XML attribirieludeData  defines whether or not the data of the changed object
should be included in the notification messages. Possible valuéesaiglata is returnedl\o (no data is returned),
andYesWithCommonAttributes (the data is returned with the common XML attributes). A service specification
SHOULD specify a default value. It should be noted that sending just a change notification without any actual data
usually has less security and privacy issues compared to cases when the data is also included in a notification message.

4.4. Expiration of Subscription

A subscription is not valid forever. Thetarts XML attribute defines the time after which a subscription is valid
and notifications can be sent if the triggering event occurs.sfares XML attribute MUST be used only when a
subscription is not valid immediately after processing the requesteXgies XML attribute defines the time when
a subscription expires, if not renewed before that time.

If credentials needed for subscription expire earlier than a subscription, and a WSC does not provide new credentials
before they expire, the subscription MUST expire.

4.5. Common Processing Rules for Subscriptions

When subscriptions are requested by a WSC, the following processing rules MUST be obeyed. (Note: these rules are
valid regardless of the way a subscription is requested.)

A subscription is one entity which either succeeds or fails. A subscription is identified witbseriptionID

4.5.1. General Processing Rules for Subscriptions

1.1f a WSP fails to process the parameters of a subscription properly according to the specified rules, it MUST NOT
accept that subscription and SHOULD use the appropriate second level status code to indicate the reason. One
<Subscription>element in a request message may specify more than one subscriptionRaittem> elements
may have their owrsubscriptionID XML attributes. The implication of this is that oneSubscription>
element may contain subscriptions which succeed and subscriptions which fail. Failure of even one subscription
SHOULD cause an error response unless the service specification specifies rules for partial success.

2.When subscriptions are created witkiQuery> or <Modify> or within <Create>such that they are direct child
elements of the<Create> (referring to<Createltem> elements), the failure to process those subscription or
rejecting those subscriptions for other reasons (e.qg., policies) is not considered as a faik@uefy>, <Mod-
ify> or <Create>request. The normaQuery>, <Modify>, or <Create> parameters insideQueryltem>,
<Modifyltem>, or <Createltem> elements, respectively, MUST be processed normally, even if a subscription
referring to those fails, unless otherwise stated by a service specification. If a subscription is not accepted, a WSP
MUST indicate this back to a WSC. For example, if a WSP does not supBatiscription>elements embedded
as a direct child of &Query>, a<Modify>, or a<Create>element and it receives such, it MUST use the sec-
ond level status codeémbeddedSubscriptionsNotSupported to indicate this. If processing of an embedded
<Subscription> element fails, the proper second level status code MUST be returned and the&illesicrip-
tion> element MUST be referenced using thescriptionID as the value of theef XML attribute of the
<Status>element. As failing embedded subscription does not cause failure of a request message, a WSC MUST
check the returned second level status elements to find out whether those subscriptions were accepted by a WSP
or not.

3.When a new subscription is created the way data objects are normally created (i.e.,<hMéwbata> of a
<Createltem>), the normal processing rules MUST be applied with the exception that this specification gives
some object-type-specific processing rules and more detailed status codes to be used, when applicable, instead
of the generidnvalidData . When a WSP does not support subscriptions and a WSC tries to create one in
the way data objects are created, it should return the second level statusnsodportedObjectType when
subscriptions are allowed for the service type but not supported by a WSRvalidiObjectType when they
are not allowed for the service type.
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355 4. The values of thaubscriptionID XML attributes are WSC-specific. When a new subscription is created, it

356 MUST use asubscriptionID different from any other subscription the same WSC has at the same WSP. If a
357 WSC tries to create a new subscription which has a conflictitwgcriptionID value, a WSP MUST reject

358 that and it SHOULD use the second level status dadalidSubscriptionID

359 5.An implementation MAY decompose a composite subscription object into unit subscriptions. For example, if
360 a subscription object has multipkRefltem> elements with differensubscriptioniD XML attributes, this

361 is interpreted to create multiple logical subscriptions. An implementation may, indeed, choose to handle them
362 as separate subscriptions. While an implementation MUST support the creation of composite subscriptions, it
363 NEED NOT support composite subscriptionsd@uery>, <Modify>, and<Delete>interfaces involving objects

364 of type "_Subscription."

365 4.5.2. Processing Rules for Data to which the Subscription Applies
366 A WSC must specify in a subscription the data to which the subscription applies.

367 1.When<Subscription>elements containeResultQuery>element, a WSP MUST process its content in a similar

368 fashion as it processes the same parameters in the case of a normal query, taking into account that no data is
369 returned immediately. A WSP MUST support the requestgdctType and<Select> If a WSP does not

370 support sorting and it is requested by a WSC, a WSP SHOULD still accept the subscriptions and return data
371 unsorted in notifications. ThehangedSince XML attribute MUST be ignored, if present. When notifications

372 are expected to contain only the changed data, a WSC MA¥X@sangeFormat>to indicate formats it supports.

373 Note that with subscriptions, theChangeFormat>is used without having thehangedSince XML attribute

374 (required in regular queries). Theedefined XML attribute can be used instead of other parameters. See

375 [LibertyDST], Section 3.7 "Selection" and Section 4.4 "Processing Rules for Queries" for more details and proper
376 status codes.

377 2.When a<Refltem> element is included in a subscription, it MUST containtamIiDRef XML attribute. The

378 value of this XML attribute MUST be the same as the value ofteaniD XML attribute of a<Queryltem>,
379 a <Createltem>, or a<Modifyltem>, depending on the message. This creates a subscription to all of the data
380 manipulated in the referenced element.

381 3.If the value of theitemIDRef XML attribute does not match to any relevammID , the subscription MUST

382 NOT be accepted and the second level status todéditemIDRef SHOULD be used to indicate the reason.

383 4.1f a <Refltem> element contains aubscriptionID XML attribute and it has a different value than the

384 subscriptionID XML attribute of the<Subscription> element, the<Refltem> element defines a new sub-

385 scription which inherits other parameters, exceResultQuery>elementssubscriptionID XML attribute,

386 and possible othexRefltem> elements from th&Subscription> element in which thecRefltem> element is

387 contained. EackRefltem> that has a&ubscriptionID XML attribute creates a new independent subscription.

388 If multiple <Refltem> elements have the same value of #uescriptionID , they all form one subscription

389 together and that subscription has multiple sets of selection parameters. If data selected by any of the sets is
390 changed, a notification is sent.

391 5. A <Subscription> element may contain any number<dResultQuery>, <Refltem>, and<Trigger> elements.

392 If none of the elementsResultQuery>, <Refltem> or <Trigger> are present, the processing of #®ubscrip-

393 tion> element MUST fail unless the service specification has defined, what this kind of a case means, e.g., some
394 default values are defined for parameters and those are used or a WSC subscribes to the whole resource. When
395 the processing of aSubscription> element fails due to not havingResultQuery>, <Refltem> or <Triggers>

396 present, the second level status cttissingSelect ~ SHOULD be used to indicate this.

397 4.5.3. Processing Rules for <Aggregation> and <Trigger>
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1.A WSP MUST follow the processing rules defined in the service specification for the elexfaygsegation>
and <Trigger>. If the use of these elements is not specified for the service or specified, but not supported
by a WSP, and either of both of them are included irSubscription> element in a<Subscribe>request,
the processing of the&Subscription> MUST fail and a second level status code SHOULD be used, either
AggregationNotSupported or TriggerNotSupported , to indicate this.

2.1f a WSP does support aggregation, but not the typeAfgregation>a WSC requests, the processing of
the <Subscription> MUST fail and the second level status coHequestedAggregationNotSupported
SHOULD be used, in addition to the top level status code, to indicate this. Similarly, if a WSP does support
triggers, but not the type of<€lrigger> a WSC requests, the processing of #8ubscription>MUST fail and
the second level status coBequestedTriggerNotSupported SHOULD be used, in addition to the top level
status code, to indicate this.

4.5.4. Processing Rules for First Notification and Expiry of Subscription
A WSC may request when the first notification may be sent and when a subscription should expire.

1.1f a <Subscription> element contains starts XML attribute, subscription MUST be validnly after the time
defined. If thestarts XML attribute is omitted, the subscription MUST be valid immediately after processing
the request. Also, if the time specified by titarts XML attribute is in the past, then that subscription, if
accepted by a WSP, MUST be valid immediately after processing the request.

2. The time specified by thexpires XML attribute MUST be the same time or a later time than the time specified
by thestarts XML attribute in the same&Subscription>element. It also MUST be later than the current time.
If either of the checks is not passed, then the processing af$hibscription> MUST fail and the second level
status codénvalidExpires SHOULD be used, in addition to the top level status code, to indicate this.

3.A WSP MAY change the time when a subscription expires from the expiration time requested by a WSC with
theexpires XML attribute. A WSP MAY shorten the expiration time, but it MUST NOT make the expiration
time longer. If noexpires XML attribute is included in acSubscription> element in a request from a WSC, a
WSP MUST decide the expiration time for the subscription, if expiration times are required either by the service
specification or the WSP. A WSP MUST return the expiration time in the response message if it is changed
compared to what a WSC requested. This information is returned by returriSglascription> element with
XML attributessubscriptionID andexpires inside a<Data> element in the case of e€QueryResponse>
and inside a<ltemData> in the case of aCreateResponse>and <ModifyResponse> That <Data> or
<ltemData> element MUST NOT contain any other data th&Bubscription> elements created based on one
<Subscription>element or, when a normal data object creation method has beerxGsduscription>elements
created with one<Createltem> element. The<Data> or <ltemData> element SHOULD NOT contain any
itemIDRef XML attributes. The matching is done based on #abscriptionID XML attributes carried
inside<Subscription> elements.

4.1f a WSC wants to renew an existing subscription before it has ended, it MUST modify that subscription and give
a new value for thexpires XML attribute of that subscription. A WSP MAY modify the new value in the
same way as it MAY modify the proposed value for a new subscription.

5. There is one special case when using subscriptions expirations. Whetarthe andexpires XML attributes
have exactly the same value, the meaning is that a notification MUST be sent exactly at that time whether some
event (e.g., data change) has happened or not. A WSC wants to get current values of the data (e.g., location)
exactly at that time, even if the values have stayed the same for a long time (e.g., a Principal has not moved).

4.5.5. Processing Rules When the Access and Privacy Policies Forbid
Subscription

The access and privacy policies specified by the resource owner may not allow a WSC to subscribe to the data of a
resource or to some events related to a resource.
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443 1.When a WSP processes&ubscription> element, it MUST check whether the resource owner (the Principal,

444 for example) has given consent to return the requested data and the fact that an event or data change has happened
445 in notification messages. To be able to check WSC-specific access rights, the WSP MUST authenticate the
446 WSC (see l[ibertySecMecl). The WSP MUST also check that any usage directive given in the request is

447 acceptable based on the usage directives defined by the resource ownkib@egdOAPBInding). If either

448 check fails, the WSP MUST NOT accept the subscription and the processing &fShbscription> MUST

449 fail. The WSP MAY try to get consent from the Principal while processing the request, perhaps by using an
450 interaction service (se&ipertyinterac]). A WSP might check the access rights and policies in usage directives

451 at a higher level, before getting to DST processing and MAY, in this case, just return an ID-* Fault Message
452 (see LibertySOAPBInding) without processing th&equestElememtiement at all if the requesting WSC is not

453 allowed to access the data in question.

454 2. Note that there can be consent for subscribing to some data element but not its XML attributes. A Principal might

455 not want to release theodifier =~ XML attribute if she does not want to reveal information about which services

456 she uses. If a WSC is not allowed to get all the data, but some of the data it wants, a WSP SHOULD accept the
457 subscription, but it MAY also reject it. If a subscription is accepted, the data for which there is no consent from
458 the Principal MUST be handled as if there were no data. Also that data, or the fact that the data has changed,
459 MUST NOT be included in the notification messages sent later on.

460 3.I1f a WSC has made a subscription and included the usage directive it has promised to obey, then later wants to
461 change the usage directive, it MUST cancel the subscription and make a new subscription with the new value for
462 the usage directive.

463 4.6. SelectType for Subscription Objects

464 N.B. This subsection is about selecting the wanted subscription objects when deleting and modifying
465 them, not about a subscription selecting the right data for notifications. When a WSC wants to access
466 existing subscription objects after they have been created, it must be able to select the right ones.
467 XPath is used to select the subscription objects.

468 The minimum a WSP MUST support iss: Subscription[@ns:subscriptionID="xx"] so that a WSC can

469 delete an existing subscription usir@elete> Of course, theobjectType XML attribute must have the value
470 "_Subscription." Just by setting tbbjectType XML attribute to *_Subscription," a WSC can delete all subscriptions
471 it has related to a resource.

472 A WSP SHOULD also supporhs:Subscription[@ns:subscriptionID="xx"]/@ns:expires to make it
473 possible to renew a subscription before it expires by usigdify>.

474 A WSP MAY also support:

475 /ns: Subscription[@ns:subscriptionID="xx"]/ns:notifyToRe f

476 /ns: Subscription[@ns: subscriptionID="xx"]/ns:adminNot ifyToRef
477
478

479 to make it possible to change endpoints and related information.
480 A WSP MUST support abbreviated XPath, as describedXPATH] Section 2.5.
481 A WSP MAY also support full XPath to make it possible to modify all the parameters of a subscription without

482 the need to rewrite those parameters which do not change, but a subscription can be updated by selecting it using
483 /ns:Subscription[@ns:subscriptionID] and rewriting the whole subscription.

484 4.7. Support for <Subscription> Conditioned by <Testltem>

Liberty Alliance Project

14



485
486

487
488

489
490

491
492
493

494
495

496
497

498
499

500
501
502
503

Liberty Alliance Project: Version: 1.0
Liberty ID-WSF Subscriptions and Notifications

A WSC can subscribe to be notified if the results of a test change. For example, if the original result of a test was true,
the WSC can ask to be notified when the result becomes false and vice versa.

The WSC indicates that it is subscribing to the test results by speciigimgDRef XML attribute that references
the appropriateTestitem> element. The result is reported widestResult>in the <Notification>.

1. A service specification MAY restrict, or forbid, use ©Testltem> in conjunction with<Subscription>. If use
of <Testltem> is fully supported, the WSP MAY register the discovery option keyword

urn:liberty: subs:contingentSubscription

2. A <Subscription>that referencesTestltem>MUST NOT have<Trigger>. The only valid triggering condition
is "on change,"” which is implied, thus rdrigger> element is necessary.

3.If theitemIDRef attribute does not match<@estltem>, then the WSP MUST stop processing ttfgubscrip-
tion> and return a second level status co@sSuchTest .

4.1f <Subscription>has antemIDRef XML attribute, the WSP MUST detect changes to the result of evaluation
of the<Testltem> referenced by th#zemIDRef and send notifications when such changes occur.

5.The scope of thééemIDRef is one<Query>, <Create>, or <Modify>. itemIDRef MUST NOT refer to an
itemID in another top level element. TliemID XML attributes of<Testltem> elements MUST be unique
within one<Query>, <Create>, or <Modify> element in the request. Thdestltem>, <ResultQuery>, and
<Queryltem> share sami&emID space.
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5. Notifications

When a WSC has subscribed to some data or event, a WSP will send notifications when the subscribed data changes
or the event happens. A notification can also be sent when a subscription expires or is changed by a WSP (e.g., it
shortens the expiration time).

5.1. <Notify> Element

Notifications are carried byNotify> elements. One&Notify> element may carry one or mordNotification>
elements. Otherwise, theNotify> element just has the normal andtimestamp XML attributes.

<xs:attributeGroup name="NotifyAttributeGroup">
<xs:attribute name="timeStamp" use="optional" type="xs:dateTime"/>
</xs:attributeGroup>
<xs:complexType name="NotificationType">
<xs:sequence>
<xs:element ref="lu:TestResult" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attribute name="id" use="optional" type="xs:|D"/>
<xs:attribute name="subscriptionID" use="required" type="|u:IDType"/>
<xs:attribute name="expires" use="optional" type="xs:dateTime"/>
<xs:attribute nhame="endReason" use="optional" type="xs:anyURI"/>
</xs:complexType>
<xs:complexType name="NotifyResponseType">
<xs:complexContent>
<xs:extension base="lu:ResponseType"/>
</xs:complexContent>
</xs:complexType>

Figure 6. Utility Schema for Notify

<xs:complexType name="NotifyType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref:Notification" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attributeGroup ref="subs:NotifyAttributeGroup"/>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:element name="Notification" type="subsref:NotificationType"/>
<xs:complexType name="NotificationType">
<xs:complexContent>
<xs:extension base="subs:NotificationType">
<xs:sequence>
<xs:element ref="subsref:ltemData" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
<Ixs:complexType>
<xs:complexType name="NotifyResponseType">
<xs:complexContent>
<xs:extension base="subs:NotifyResponseType"/>
</xs:complexContent>
</xs:complexType>

Figure 7. Reference Model Definition of Notify

5.2. <Notification> Element

Liberty Alliance Project

16



556
557
558

559
560
561
562

563
564
565
566

567
568

569
570
571
572
573
574

575

576
577

578

579
580

581
582
583
584

585
586

587

588
589
590

591

592

Liberty Alliance Project: Version: 1.0
Liberty ID-WSF Subscriptions and Notifications

The main content of theNotification> element is thecltemData> element, which contains the data the notification
carries (e.g., current location, changed home address). In the case of a change natification, the same formats as in
responses to queries for changed data are used.

The <ltemData> element may also contain some other type of data indicating what kind of an event has happened.
The whole<ltemData> element might not be used at all as it is possible to subscribe to notifications to indicate that an
event has happened (e.g., data has changed without having the data in a notification messagkcrigtienID

indicates what data has changed. For privacy reasons, this is the recommended alternative in many cases.

In addition to the<ltemData> element(s), the<Notification> element has a number of XML attributes. The
subscriptionID XML attributes identifies the subscription based on which a notification is sent. SeNoike-
fication> element carries information only related to or@ubscription>. A <Notify> element may carry multiple
<Notification> elements.

One<ltemData> element MUST NOT contain more data that address by<d®esultQuery> or <Refltem> of the
subscription.

Theexpires XML attribute is used to indicate in a notification message the time when the subscription will expire.

In an administrative notification, thendReason XML attribute can be used to indicate the reason for the end of the
subscription. This might give some indication to a WSC that a WSP is having some problems or whether it makes
sense or not for a WSC to try to make the subscription again.ehiReason XML attribute is not used in normal
notifications, only when administrative notifications are used to notify that a subscription has ended. Possible values
for theendReason XML attribute include:

urn:liberty:subs:endreason: unspecifietihe real reason is unspecified.

urn:liberty:subs:endreason:wscnotacknowledgidgWSP cancels the subscription as it has not received acknowl-
edgments from a WSC to the notification messages.

urn:liberty:subs:endreason:resourcedelet@&tie resource has been deleted so there is no data available anymore.

urn:liberty:subs:endreason:expired he subscription has expired. Either a WSC did not renew it in time or a WSP
changed the expiration time.

urn:liberty:subs:endreason:credentialsexpirddhe credentials given for sending natifications have expired, thus a
WSP is not capable of sending any more notifications. This notification might have to be sent
just before the credentials are about to expire. Otherwise, even this naotification can not be
sent.

A WSP must be careful not to compromise the privacy of a Principal when sending the reason codes for ending a
subscription.

5.3. <NotifyResponse> Element

Notifications are acknowledged using thdlotifyResponse>element. It contains only theStatus> element.
A service specification MUST specify whether notifications acknowledgments are used or not or whether it is an
implementation- or deployment-specific decision.

5.4. Processing Rules for Notifications

The common processing rules specifiedlitbprtyDST], Section 3 "Message Interface,” also MUST be followed.
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593 1.A WSP MUST send a notification message to a WSC which has made a subscription when an event defined

594 by the parameters of that subscription happens. When sending these normal notification message to a WSC, a
595 WSP MUST use the information provided in the XML attribukgtifyToRef ~ element (i.e., endpoint, security
596 mechanism, and credentials or tokens).

597 2.When a subscription becomes invalid or has been changed by a WSP somehow, a WSP MUST send a notification

598 to indicate this if administrative notifications about subscriptions are used. When a WSP is sending a notification
599 about expiration or change of a subscription, it MUST use the information provided in the XML attribute
600 adminNotifyToRef  (i.e., endpoint, security mechanism, and credentials or tokens). dfithiaNotifyToRef

601 XML attribute is not specified, theotifyToRef ~ element is used instead.

602 3.If the receiving WSC can not successfully process one of<tNetification> elements inside oneNotify>

603 element, it SHOULD process, normally, the rest of #Notification> elements and try to achieve a partial
604 success. A WSC MUST support multipt&otification> elements inside oneNotify> element.

605 4.A <Notification> element inside a notification message MUST havaulascriptionIlD XML attribute to

606 identify the subscription based on which the notification message is sent. HubiseriptionID XML

607 attribute is missing, the processing of tkdotification> element MUST fail and the second level status code
608 MissingSubscriptionID SHOULD be used, in addition to a top level status code, to indicate this. If a
609 WSC does not recognize the value ofubscriptionID XML attribute, the processing of thalNotification>

610 element MUST fail and the second level status ciogelidSubscriptionlD SHOULD be used, in addition
611 to a top level status code, to indicate this.

612 5. A <Notification> element inside a notification message MUST haveeffpes XML attribute, if subscription

613 expiration is used. When a WSC receiving a notification knows thagxthiees XML attribute should have
614 been used, but it is not, it SHOULD use the second level status Mad@gExpiration . lrrespective of
615 reporting the missingxpires , the WSC MAY decide whether it considers this a failure or not.

616 6. One<Notification> element MUST NOT contain both the data subscribed and information about the change of a
617 subscription. The only exception is the expiration time. If a WSP changes the expiration time, an administrative
618 notification is sent, if used, but the new expiration time is also included in the normal notifications.

619 7.1f a <Naotification> element is supposed to contain data about a resource (i.énclimeData XML attribute

620 of a subscription has either the vaes or YeswithCommonAttributes ), the<ltemData> element MUST be

621 used in a<Notification> element. The content of afitemData> element MUST be according to the parameters

622 of the related subscription, especiafiResultQuery>or <Refltem>, and the related event which has caused this

623 <Notification> element to be sent inside a notification message. In the case of a change notification, the same
624 formatting rules for the content, as in the case of a query for changes, MUST be followed.itsxeyDST],

625 Section 4 "Querying Data"). A WSP MUST NOT include any data which the WSC is not allowed to get based
626 on access rights and privacy policies defined by the resource ownekItfeanData> element should have been

627 included in a<Notification> element, but it is missing, the processing of #idotification> element MUST falil

628 and the second level status cadisingDataElement ~ SHOULD be used, in addition to the top level status

629 code, to indicate this.

630 8.For change notification,@hangeFormat XML attribute MUST be added for anltemData> element to indicate
631 the format used to show the changes if a service specification has not mandated only one specific format to be
632 used for this.

633 9.If the data inside arltemData> element is invalid, the processing of thiotification> element MUST fail and

634 the second level status coblwalidData ~ SHOULD be used, in addition to the top level status code, to indicate
635 this. A WSC MUST accept all the data which can be considered as possible normal extension if extensions are
636 allowed for a service based on the service specification.
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637  10.If a <Notification> element has thendReason XML attribute, the notification is expected to indicate the end

638 of the subscription and all other content of thNotification> element.  The exception to this is that the
639 subscriptionID XML attribute MUST be ignored unless some service-specific extensions needed in these
640 kinds of cases have been specified. &h¢Reason XML attribute MUST have a value specified in this document
641 or valid service or implementation-specific value. A WSP MUST be careful not to use any value which might
642 compromise the privacy of a Principal.

643 11.A WSP SHOULD resend a notification for which it does not get an acknowledgment in reasonable time if
644 acknowledgments are used. If a WSP does not get acknowledgments at all within its time and other limits, it
645 MAY cancel the related subscription.
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646 6. Subscription and Notification Examples

6a7 6.1. Piggy-Backing a Subscription to Query

648 Consider a subscription to data that is queried.

649 <Query>

650 <Queryltem itemID="djkfgjkdf">
651 <Select>/hp:HP/hp:AddressCard</Select >
652 </Queryltem>

653 <Subscription

654 includeData="Yes"

655 subscription|D="tr578k-kydg4b"
656 notifyToRef="#123">

657 <Refltem itemIDRef="djkfgjkdf"/>
658 </Subscription>

659 </Query>

660

661

662 Here we sedtemIDRef referencing the<Queryltem> to define the data to be subscribed. The subscriber also
663 allocates aubscriptionID and provides the end point to contact by way of ithéfyToRef XML attribute that
664 references an endpoint in the SOAP headers (not shown).

665 This subscription could later generate following notification.

666 <Notify>

667 <Notification subscriptionID="tr578k-kydg4b">
668 <ItemData>

669 <hp:AddressCard id="9812">

670 <hp:AddressType>urn:liberty:id-sis-hp:addrType:home </hp: AddressType>
671 <hp:Address>

672 <hp:C>us</hp:C>

673 </hp:Address>

674 </hp:AddressCard>

675 </ItemData>

676 </Notification>

677 </Notify>

678

679

680 The salient point to notice is that thé@otification> correlates to the subscription using thscriptionID XML
681 attribute.

682 6.2. Creating Subscription Object

683 Consider:

684 <Create>

685 <Createltem objectType="_Subscription" itemID="1">
686 <NewData>

687 <Subscription

688 subscriptionlD="subs123"

689 notifyToRef="#1"

690 includeData="1">

691 <ResultQuery objectType="entry">
692 <Select attributes="HELLO"/>
693 </ResultQuery>

694 <Refltem itemIDRef="1"/>

695 </Subscription>

696 </NewData>

697 </Createltem>

698 </Create>
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The above example illustrates:
a.Creating a subscription by explicit creation of an object of type "_Subscription,"
b. Defining notification data usingResultQuery>,
c.Creating a subscription to the data<€reateltem> by referencing it usingcRefltem>, and

d. Subscribing to the changes to the subscription itself.
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7. Checklist for Service Specifications

1. Provide schema forNotify>, <NotifyResponse>and<Subscription>elements. If these are named differently,
indicate the correspondence to the standard naming.

2.1f the service supports subscriptions, it will need to handle the object type "_Subscription. AgbataType
is defined using XML schema, this schema needs to make allowance (e.g., by usixg:itteice>construct)
for <Subscription> elements by referencing the DST schema.

If the service adopts the default definitionApDataType , which uses thenixedcontent model, then the default
is that all string data belongs to the service-specified object types whilguyscription> containers belong
to object type "_Subscription.” Further, an element of tppDataType may only contain objects of one type.

3.Describe howselectType applies to subscriptions.

In particular, if the service supports subscriptions, it MUST provide a way to specify XPath expressions for

qguerying them. The XPath expressions MAY be restricted to the subset descriBedtion 4.6 This MAY be
specified by stating that "default restriction on XPaths for subscriptions applies."

4.Describe thdriggerType  or state that is not used.
5. Describe theAggregationType  or state that is not used.
6. Extension support.

a.lf TriggerType  or AggregationType is designated as unused by the service specification, then it MAY
be used for extension, provided that the extension data is

a.In URI format and use an assigned domain name as a component of the URI to ensure that extensions

do no collide with each other.
b. A namespace-qualified XML document.
7. Statement of how subscriptions can be established and manipulated.
a.Support CRUD manipulation of subscriptionscdectType " Subscription."”
b. Support subscribing irQuery>.
c. Support multiple<Subscription> elements irkQuery>.
d. Support subscribing irCreate>.
e.Support multiple<Subscription> elements inrkCreate>.
f. Support subscribing irModify>.

g. Support multiple<Subscription> elements irkModify>.

8. Start of a subscription.  Usually, a subscription is valid after it has been created, but, if supported, a WSC

may request that a subscription is valid only after a specific time usingtdhte XML attribute. It MUST be
specified here whether tlsearts XML attribute is supported or not.

9. Subscription expiration. Usually, subscriptions expire after a certain time, but a service specification may also
specify, for example, that subscription expiration is not used and WSCs must cancel subscriptions after they are
not needed. It MUST be specified here whether subscriptions expire or not (e.g., Subscription expiration MUST

be used).
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10.Supportexpires==starts . Is specifying the same time for both thearts  andexpires XML attributes to
request one notification message at a specified time (e.g., same value MAY be used bothtéoistheand the
expires XML attribute) allowed?

11.Support querying existing subscriptions. Some services or implementations may or may not support querying
existing subscriptions. This should be stated here (e.g., MUST NOT be supported).

12.Support acknoledging notifications. Some services or implementations may or may not support acknowledging
notifications using<NotifyResponse> This should be stated here (e.g., Notifications MUST BE acknowledged).
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749 8. Schemata

750 8.1. Schema for DST Reference Model with Subscriptions and
751 Notifications
752 The formal schema for the reference model follows.

753  <?xml version="1.0" encoding="UTF-8"?>
754 <xs:schema

755 targetNamespace="urn:liberty:ssos :2006-08:ref"
756 xmins:subsref="urn:liberty:ssos: 2006 -08:ref"
757 xmins:dst="urn:liberty:dst:2006-08"

758 xmins:subs="urn:liberty:ssos: 2006-08"

759 xmins:lu="urn:liberty:util: 2006-08"

760 xmins:xs="http://iwww.w3.0rg/20 01/XMLSchema"
761 elementFormDefault="qualified"

762 attributeFormDefault="unqualified">

763 <xs:import namespace="urn:liberty:dst:2006-08"
764 schemalocation="liberty-idwsf-ds t-v2.1.xsd"/>
765 <xs:import nhamespace="urn:liberty:ssos:2 006-08"
766 schemal.ocation="liberty-idwsf-subs-v1.0.xsd"/>
767 <xs:import namespace="urn:liberty:util:2006-08"
768 schemalocation="liberty-idwsf-utility-v2.0.xsd"/>

769 <!--sec(methods)-->

770 <xs:element name="Create" type="subsref:CreateType"/>

771 <xs:element name="CreateResponse" type="subsref:CreateResponseType"/>
772 <xs:element name="Query" type="subsref:QueryType"/>

773 <xs:element name="QueryResponse" type="subsref:QueryResponseType"/>
774 <xs:element name="Modify" type="subsref:ModifyType"/>

775 <xs:element name="ModifyResponse" type="subsref:ModifyResponseType"/>
776 <xs:element name="Delete" type="subsref:DeleteType"/>

77 <xs:element name="DeleteResponse" type="subsref:DeleteResponseType"/>
778 <!--endsec(methods)-->

779 <!--sec(notifymethods)-->

780 <xs:element name="Notify" type="subsref:NotifyType"/>

781 <xs:element name="NotifyResponse" type="subsref:NotifyResponseType"/>
782 <!--endsec(notifymethods)-->

783 <!--sec(redefs)-->

784 <xs:complexType name="SelectType">

785 <xs:simpleContent>
786 <xs:extension base="xs:string"/>
787 </xs:simpleContent>

788 </xs:complexType>
789 <xs:complexType name="TestOpType">

790 <xs:simpleContent>
791 <xs:extension base="xs:string"/>
792 </xs:simpleContent>

793 </xs:complexType>
794 <xs:complexType name="SortType">

795 <xs:simpleContent>
796 <xs:extension base="xs:string"/>
797 </xs:simpleContent>

798 </xs:complexType>
799 <xs:complexType name="TriggerType">

800 <xs:simpleContent>
801 <xs:extension base="xs:string"/>
802 </xs:simpleContent>

803 </xs:complexType>
804 <xs:complexType name="AggregationType">

805 <xs:simpleContent>
806 <xs:extension base="xs:string"/>
807 </xs:simpleContent>

808 </xs:complexType>
809 <xs:complexType mixed="1" name="AppDataType">
810 <xs:sequence>
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<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:complexType>
<l--endsec(redefs)-->
<l--sec(create)-->
<xs:complexType name="CreateType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="subsref:Createltem" minOccurs="1" maxOccurs="unbounded"/>
<xs:element ref="subsref:ResultQuery" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(create)-->
<l--sec(createaux)-->
<xs:element name="Createltem" type="subsref: CreateltemType"/>
<xs:complexType name="CreateltemType">
<xs:sequence>
<xs:element ref="subsref:NewData" minOccurs="0" maxOccurs="1"/>
</xs:sequence>
<xs:attributeGroup ref="dst: CreateltemAttributeGroup"/>
</xs:complexType>
<xs:element name="NewData" type="subsref:AppDataType"/>
<xs:complexType name="CreateResponseType">
<xs:complexContent>
<xs:extension base="subsref:DataResponseType"/>
</xs:complexContent>
</xs:complexType>
<xs:complexType name="DataResponseType">
<xs:complexContent>
<xs:extension base="dst:DataResponseBaseType" >
<xs:sequence>
<xs:element ref="subsref:ltemData" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(createaux)-->
<l--sec(query)-->
<xs:complexType name="QueryType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref:Queryltem" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(query)-->
<l--sec(queryaux)-->
<xs:element name="Testltem" type="subsref: TestltemType"/>
<xs:complexType name="TestltemType">
<xs:complexContent>
<xs:extension base="dst:TestltemBaseType">
<xs:sequence>
<xs:element name="TestOp" minOccurs="0" maxOccurs="1" type="subsref: TestOpType"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:element name="Queryltem" type="subsref:QueryltemType"/>
<xs:complexType name="QueryltemType">
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<xs:complexContent>
<xs:extension base="subsref:ResultQueryType">
<xs:attributeGroup ref="dst: PaginationAttributeGroup" />
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(queryaux)-->
<l--sec(queryresp)-->
<xs:complexType name="QueryResponseType">
<xs:complexContent>
<xs:extension base="dst:DataResponseBaseType">
<xs:sequence>

<xs:element ref="subsref:Data" minOccurs="0" maxOccurs="unbounded"/>

</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:element name="Data" type="subsref:DataType"/>
<xs:complexType name="DataType">
<xs:complexContent>
<xs:extension base="subsref:ltemDataType">

<xs:attributeGroup ref="dst: PaginationResponseAttr ibuteGroup"/>

</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(queryresp)-->
<l--sec(mod)-->
<xs:complexType name="ModifyType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>

<xs:element ref="subsref: Subscription" minOccurs="0" maxOccurs="unbounded"/>
<xs:element ref="subsref:Modifyltem" minOccurs="1" maxOccurs="unbounded"/>
<xs:element ref="subsref:ResultQuery" minOccurs="0" maxOccurs="unbounded"/>

</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(mod)-->
<l--sec(modaux)-->
<xs:element name="Modifyltem" type="subsref:ModifyltemType"/>
<xs:complexType name="ModifyltemType">
<xs:sequence>

<xs:element ref="subsref:Select” minOccurs="0" maxOccurs="1"/>

</xs:sequence>
<xs:attributeGroup ref="dst: ModifyltemAttributeGroup"/>
</xs:complexType>
<xs:complexType name="ModifyResponseType">
<xs:complexContent>
<xs:extension base="subsref:DataResponseType"/>
</xs:complexContent>
<Ixs:complexType>
<l--endsec(modaux)-->
<l--sec(del)-->
<xs:complexType name="DeleteType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>

<xs:element ref="subsref:Deleteltem" minOccurs="1" maxOccurs="unbounded"/>

</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:element name="Deleteltem" type="subsref:DeleteltemType"/>
<xs:complexType name="DeleteltemType">
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<xs:complexContent>
<xs:extension base="dst:DeleteltemBaseType">
<xs:sequence>
<xs:element ref="subsref:Select" minOccurs="0" maxOccurs="1"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:complexType name="DeleteResponseType">
<xs:complexContent>
<xs:extension base="lu:ResponseType"/>
</xs:complexContent>
</xs:complexType>
<l--endsec(del)-->
<l--sec(resqry)-->
<xs:element name="Select" type="subsref:SelectType"/>
<xs:element name="ResultQuery" type="subsref:ResultQueryType"/>
<xs:complexType name="ResultQueryType">
<xs:complexContent>
<xs:extension base="dst:ResultQueryBaseType">
<xs:sequence>
<xs:element ref="subsref:Select" minOccurs="0" maxOccurs="1"/>
<xs:element name="Sort" minOccurs="0" maxOccurs="1" type="subsref:SortType"/>
</xs:sequence>
</xs:extension>
</xs:complexContent>
<I/xs:complexType>
<xs:element name="ItemData" type="subsref:ltemDataType"/>
<xs:complexType name="ltemDataType">
<xs:complexContent>
<xs:extension base="subsref:AppDataType">
<xs:attributeGroup ref="dst:ItemDataAttributeGroup"/>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(resqry)-->
<l--sec(subscr)-->
<xs:element name="Subscription" type="subsref: SubscriptionType"/>
<xs:complexType name="SubscriptionType">
<xs:complexContent>
<xs:extension base="subs:SubscriptionType">
<xs:sequence>
<xs:element ref="subsref:ResultQuery" minOccurs="0" maxOccurs="unbounded"/>

<xs:element name="Aggregation" minOccurs="0" maxOccurs="1" type="subsref:AggregationType"/>
<xs:element name="Trigger" minOccurs="0" maxOccurs="1" type="subsref:TriggerType"/>

</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<l--endsec(subscr)-->
<l--sec(notif)-->
<xs:complexType name="NotifyType">
<xs:complexContent>
<xs:extension base="dst:RequestType">
<xs:sequence>
<xs:element ref="subsref:Notification" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attributeGroup ref="subs:NotifyAttributeGroup"/>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:element name="Notification" type="subsref:NotificationType"/>
<xs:complexType name="NotificationType">
<xs:complexContent>
<xs:extension base="subs:NotificationType">
<xs:sequence>
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</xs:sequence>
</xs:extension>
</xs:complexContent>
</xs:complexType>
<xs:complexType name="NotifyResponseType">
<xs:complexContent>
<xs:extension base="subs:NotifyResponseType"/>
</xs:complexContent>
</xs:complexType>
<l--endsec(notif)-->
</xs:schema>

8.2. Subscriptions Utility Schema

The formal utility schema follows.

<?xml version="1.0" encoding="UTF-8"?>
<xs:schema
targetNamespace="urn:liberty:ssos :2006-08"
xmins:subs="urn:liberty:ssos:2006-08"
xmins:lu="urn:liberty: util:2006-08"
xmlins:xs="http://www.w3.0rg/2001/XMLSchema"
elementFormDefault="qualified"
attributeFormDefault="unqualified">
<xs:import namespace="urn:liberty:util: 2006-08"
schemal.ocation="liberty-idwsf-utility-v2.0.x sd"/>
<l--sec(subscr)-->
<xs:complexType name="SubscriptionType">
<xs:sequence>
<xs:element ref="subs:Refltem" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attribute name="subscriptionID" use="required" type="|u:IDType"/>
<xs:attribute name="notifyToRef" use="required" type="xs:anyURI"/>
<xs:attribute name="adminNotifyToRef" use="optional" type="xs:anyURI"/>
<xs:attribute name="starts" use="optional" type="xs:dateTime"/>
<xs:attribute name="expires" use="optional" type="xs:dateTime"/>
<xs:attribute name="id" use="optional" type="xs:ID"/>
<xs:attribute name="includeData" use="optional">
<xs:simpleType>
<xs:restriction base="xs:string">
<xs:enumeration value="Yes"/>
<xs:enumeration value="No"/>
<xs:enumeration value="YesWithCommonAttributes"/>
</xs:restriction>
</xs:simpleType>
</xs:attribute>
</xs:complexType>
<xs:element name="Refltem" type="subs:RefltemType"/>
<xs:complexType name="RefltemType">
<xs:attribute name="subscriptionID" use="optional" type="lu:IDType"/>
<xs:attribute ref="lu:itemIDRef" use="required"/>
</xs:complexType>
<l--endsec(subscr)-->
<l--sec(notif)-->
<xs:attributeGroup name="NotifyAttributeGroup">
<xs:attribute name="timeStamp" use="optional" type="xs:dateTime"/>
</xs:attributeGroup>
<xs:complexType name="NotificationType">
<xs:sequence>
<xs:element ref="lu:TestResult" minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>
<xs:attribute name="id" use="optional" type="xs:ID"/>
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<xs:attribute name="subscriptionID" use="required" type="|u:IDType"/>
<xs:attribute name="expires" use="optional" type="xs:dateTime"/>
<xs:attribute name="endReason" use="optional" type="xs:anyURI"/>
</xs:complexType>
<xs:complexType name="NotifyResponseType">
<xs:complexContent>
<xs:extension base="lu:ResponseType"/>
</xs:complexContent>
</xs:complexType>
<l--endsec(notif)-->
</xs:schema>
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